**PRO192: OOP in Java  
Assignment**

**Learning outcome:**

Upon successful completion of this assignment, you will have demonstrated the abilities to:

* Uses streams to read and write data from/to different types of sources/targets
* Identify classes, objects, members of a class, and relationships among them needed for a specific problem
* Explain the concept and demonstrates the use of Polymorphism, Encapsulation, Abstraction, and Inheritance in java
* Understand and implement a complete program using a collection framework
* Describe to your instructor what you have learned in completing this workshop.

**Scenario**

The car showroom, named Minh Trang BMW, has a list of BMW cars. BMW brands are stored in a text file, named **brands.txt,** and cars are stored in a text file, named **cars.txt** as following:

|  |  |
| --- | --- |
| **File brands.txt** | **Description** |
| B7-2018, BMW 730Li (2018), Harman Kardon: 3.749  B7-MS, BMW 730Li M Sport, Harman Kardon: 4.319  B7-MS20, BMW 730Li M Sport (2020), Harman Kardon: 4.369  B7-PE, BMW 730Li Pure Excellence, Harman Kardon: 4.929  B5-18, BMW 530i (2018), Alpine: 2.599  B7019, BMW 530i (2019) , Alpine: 2.729  BX4-18, BMW X4 xDrive20i (2018), Sony: 2.799  BX4-17, BMW X4 xDrive20i (2019) , Sony: 2.899  B3-GT18, BMW 320i GT (2018), Bose: 1,799  B3-S19, BMW 320i Sportline (2019), Bose: 1.899  B5-X19, BMW X5 xDrive40i XLine (2019), Bose: 4.199  B5-X20, BMW X5 xDrive40i XLine (2020), Bose: 4.239 | Information in a line:  <ID, brand name, sound brand: price> |

|  |  |
| --- | --- |
| **File cars.txt** | **Description** |
| C01, B7-2018, red, F12345, E12345  C02, B7-2018, black, F12346, E12346  C03, B7-MS, orange, F12347, E12347  C04, B7-MS20, white, F12348, E12348  C05, B7-PE, pink, F12349, E12349  C06, B5-18, pink, F12350, E12350  C07, B5-X20, grey, F12351, E12351 | Information of a line:  <ID, brand ID, color, frame ID, engine ID> |

**Problem requirements**

The manager of the showroom needs a Java console application in which operations must be supported:

1. List all brands
2. Add a new brand
3. Search a brand based on its ID
4. Update a brand
5. Save brands to the file, named brands.txt
6. List all cars in ascending order of brand names
7. List cars based on a part of an input brand name
8. Add a car
9. Remove a car based on its ID
10. Update a car based on its ID
11. Save cars to file, named cars.txt

**Constraints**

1. **Constraints on brands**:
   1. Brand ID can not be duplicated.
   2. The brand name can not be blank.
   3. The sound manufacturer can not be blank.
   4. The price must be a positive real number.
2. **Constraints on cars**:
   1. Car ID can not be duplicated.
   2. Brand ID must have existed and it must be inputted using a menu.
   3. Color can not be blank.
   4. Frame ID can not be blank and must be in the “F00000” format and can not be duplicated.
   5. Engine ID can not be blank and must be in the “E00000” format and can not be duplicated.

**Analysis**

From the problem description, main concepts and their details are identified:

|  |  |
| --- | --- |
| **Concept** | **Detail** |
| Brand | Brand ID, brand name, sound brand, price |
| List of brands |  |
| Car | Car ID, brand ID, color, frame ID, engine ID |
| List of cars |  |
| Menu | A list of objects |
| Program | A menu, a list of brands, a list of cars |

**Design**

1. **Class Design outline**

**Menu**

**BrandList**

**Java.util.ArrayList <Brand>**

**Brand**

<used>

**CarList**

**Java.util.ArrayList <Car>**

**Car**

<used>

<used>

<used>

<used>

**CarManager**

1. **Class Design in Details**

**int int\_getChoice(**ArrayList<E>**)**: Get user choice as an integer.

**E ref\_getChoice(**ArrayList<E>**)**: Get the object chosen by user.

**Menu**

**Public** int int\_getChoice(ArrayList<E>)

**Public** E ref\_getChoice(ArrayList<E>)

**BrandList**

**Java.uti.ArrayList**

**<Brand>**

**public** BrandList();

**public** boolean **loadFromFile**(String);

**public** boolean **saveToFile**(String);

**public** int **searchID** (String ID);

**public** Brand **getUserChoice**();

**public** void **addBrand();**

**public** void **updateBrand**();

**public** void **listBrands**();

**Brand**

String brandID, brandName, soundBrand

double price

**public Brand**();

**public Brand**(String, String, String, double);

**public Getters/ setters;**

**public** String **toString**();

**Brand getUserChoice()**:

Supporting menu for user choosing a brand when a car is added/updated.

**toString()**:

For print a brand in a menu.

<implement> for sorting

**Java.lang.Comparable**

**CarList**

**Java.uti.ArrayList**

**<Car>**

// brand list must be existed in advance

BrandList **brandList**;

**public** CarList(BrandList bList);

**public** boolean **loadFromFile**(String);

**public** boolean **saveToFile**(String);

**public** int **searchID** (String ID);

**public** int **searchFrame** (String fID);

**public** int **searchEngine** (String eID);

**public** void **addCar();**

**public** void **printBasedBrandName** ();

**public** boolean **removeCar**();

**public** boolean **updateCar**();

**public** void **listCars**();

**Car**

String carID

Brand brand

String color

String frameID

String engineID

**public Car**()

**public Car** (String, Brand, String, String, String);

**public Getters/ setters;**

String **toString**();

**public** int comparedTo(Car);

**public** String toString();

**public** String screenString();

**CarManager**

**public static void main**(String [] args);

1. **Software Structure design**

Project name: CarPrj

Package structure:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQgAAAD0CAIAAADosy9+AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAAFQNJREFUeF7tXT1627oSpd9a7BT5vAJlBVaaVGndyaXVpHPpLo1cWl3aW6W58gqiFfhLce29+OGHxA8JSgAJkBjisElMAYPBGRwBoHgwFx8fH9Wc1/vTl6vtUXmwOXw838zpD9oGAhyBi7mJgTAAgRwR+F+OTsEnIDA3AiDG3BFA+1kiAGJkGRY4NTcCIMbcEUD7WSIAYmQZFjg1NwIgxtwRQPtZIuAkxsvdhb7uXkIdZz9NGPXZf0+ZkG2FNxLqFMoDgRAEOsTgo3q9N0zs16NH7X598eXpPcQtlAUC8yLQIsb70634GXq1e2O//PHrsBnoYGNCGjj+fXPbuXnmreDX7oEoo1oiBGxivP/7D6fF5vDn/rJukA3cetRaCyw9BYjbdy/y03MTQ7ewXHedq5eo9zALBHoQsInx9ldMF5+vHKVffpsLrOq4vTVWR/u1tfwSc8T2Suw05Aebb/oNKEdhxAcI5IWA/1MpueYR19tu1V4d1QsnPdMY3eSfWWulU4XzggfelIqAixg9+wH9sMl8HbYG7vpTs/ZqkNTblA5buoVLhR/9zhUBmxg338ROeb/Wa35GB/HHyx2jg72hzrVP8AsIjEagNWPcPNcPkeoNwsWFNTvY+4bRjcMAEMgVgc5Sim0l5BaiuepHVA1l+O3VZmOWyLVv8AsIDEZgdqESe4DLnluxNZpz3z64X6gIBEYh4P9UalQz7sr8Vw35NBfb8QTwwuQIBKwZg/3qMMLU2KoQ2Y5FEPXjIRBhKaXohJEdLy6wNDMCsy6lZu47mgcCvQiAGBgcQMCBAIiBYQEEQAyMASDghwBmDD+cUKowBECMvoDzH1lGaxcLG00L6i4xYthiKeibFjQSM+sKMWJw9Ni5z43qlr3UOPuXOn8b/5wA0adMZgOjdHcIEkOFTLwk//ofTlkofRCn6D9lYnCx7er7V6mQ4l/KjfJc7Q2MlZelMGEFtOzKmHN0eXMiMo8Dsico/gl/L1++js+a4AZUS3KX0imTIoywGR0BpVcd/B/l0mAL/hXbZ5aoZVX9rryWDQoBrvqT12v+kG/Vm5oraUXcrw3Wb97zv/h/TbNtZ1ufq5b4fxr3ztnwBwAlJ0KA4IyhyXDYsBOrjO/w1e6XOt2kqi7v/6hX2WtpouKwLsk/EcsxfkLKavdDntnA6pocPP7zr++CjetW2EERX76s95sDTgWK/kU+lUGCxNDQCPHU/nfvUYnGSqpziIkJsBK5u95+Zxx521VS0ei107/5sVsdj5pkU4US7cREgDQxTgLB1vb8Szvo3LienTzjhlxrvRpi+L7G+Zl11W7Hpw2cvhhzqE5rizQx3p8e99aJVW3smhOyRMEz1+XX76vj9qecfgSreiuI3bj5iFafqyKOctw83N/LFZVBjd6zGM85hs9nQWD8XiafzXdrj6y166vdQe/EHbvlZmLR+4rNgRfj9829Rt2AMNw9xVS0Yv3OYu/xOVCntvHjQwEL0RCAUGmWryM0mjsCpJdSuYML/+giAGLQjR08T4gAiJEQXJimiwCIQTd28DwhAiBGQnBhmi4CIAbd2MHzhAiAGAnBhWm6CIAYdGMHzxMiAGIkBBem6SJAkRgj05DTDRY8nw4BasQQachfVbLlj0M1Pg25jbaPPtunzHQxREsJECBGjJef7N1VI9lypbMtJwAHJgtGYPzriAq88abOWTDlot2yxnuw+iVW+ZJs/ZGhYa291nJAnY626RAzYkpixXu28q1bfeFt2XMxI/p5Nd7v6YhxSjrtp/Cupd3QcI8P+8ItEFtK9U/tfgrvuj403AWvkfy6To4Y/UI4T4U3NNx+I6PwUqSIwdWnPYcfBCm8oeEufNR7dJ8UMdipNg/sWBDzRAI2TSjxdYjC24IGGm6PkVJakfF7qOk239LXdhryugd+Cm9ouMcHvAgL0HyX9k2I/nohQGsp5dUlFAIC4xEAMcZjCAsLRADEWGBQ0aXxCIAY4zGEhQUiAGIsMKjo0ngEQIzxGMLCAhEAMRYYVHRpPAKLIYZ8U8orgcV41GBh8QhQJAakrYsflvN3kBoxhLTVzFyxjy1tnT8m8CADBGgRQ6RlYah1c1NkACVcWBICpIjB80cy8E3Rt1vzbS22jNxH3cTErlTFZm07CzLfxmArs6Tx39sXUsR4+yumi89XZ0LDE4AbV5Py6+WO5+RuLp5vr3uH3bKWaiyDt+CGo2QR46PYTpIihm+U2DTSXPJldEv2V59/oFIdq+Rg/I7klJmf26rcrevrE8oRQ2D8y/UTdNhOvWqf7GF9Zuev157V97vniLTu2FqPur7c0TjPIBmPHizkiUDMU0LSMaTBrhmc1uk45rgVBBClmiKyis0lec88KkTdcRW3Itetm2dg4dU4BCIspZwOpCGJyHjPl0YyHz27zF2D1WZTRD/b1fvs5t4bT0ssLlXq5htvYL9uttnsX77H6NZN00FYzQWBCMRwdmUcXdu1dRNs+9CWthqbBVmuoY+YFjab5ny0y0/Xhqv80dZN584lP9rQTGBc1+jWvcwlgvAjCQIRpK1J/IJRIDArAkUQg62HJMhsJpoVbTROBgFKxFDjOwd0wbEcopDOB0rEGIwCZozB0BVbMdXmu1hA0fFlIABiLCOO6EVkBECMyIDC3DIQADGWEUf0IjICIEZkQGFuGQiAGMuIY+a9oJfNE8SIPqTGStLr+loipTysP8GJD9Fj1jUIYkQFOVa25dVq1U2HxrQi7H5Uf2GsDwEQI+bYiJZt+frhYXPc/nwxnHt/etyvvn83X4SM6Tps2QiAGBFHBJf/bb7d9Fg0lli2kvzuxbFG4u+/739rZnC9++bh/pNt/IRN/aa8sfRylq+Mt+rl6/bKP5ckXpR2+tz4ZrTiXva53fBT5EeM10lTcd8Pz9OaAiCte1GyLUudFRdWOXKM6w/r1FJKbGUWlu/lm0otld/cWd6oa3VB2DFVvnVt234bU6vWYSPrmHZ7Ek930TuFZ9pI8hfhkreQQQMZEKOtAmxGqCP4DTHM0cTuaaFin7S3x6aq2+NDhwyGPrilcuyO8k503aO5d4xr5wShrATs3TsTjiUspeJOzaOzLRvu8CS1Ygsutxdfu9oozwzO6jwHZ3kuwmp2+nzBZp7CoqWShsrxJGL8JJfrT6dlXG437v+87SopzZQLsODE0zFDCWLEQzNWtmXlkWDG9ueT3F60B1tQBmdm82T5mgFX22umbNQtWd/gHx8dsWQXvKvPq4qfTNR7nXCjm2Y6KPF0vEgySyBGRDijZ1uWBrfbY9+WPjSDs6s8fwosNgLielbPDmpamk/G+rAy8kHbtV7uHD/H6KPB+FQYEf+YpkCMmGhyxbhaD4hDFir5BXx5/6tZJlzcVg9id+x1icMZVrsfjkddoTb7yt88v33/pzlcwjxnUSxlXs1zIXx+WmS1DpvmNIl11Znp+tzQ66urbbX7xc/4EgfYyyMv5J0JLwiVJgQ7y6bYtz1fQKmpgh/FWOk/s/R5AqcwY0wAcvZNGPvt9/9es3d3CgcxY0yBct5tiDlDH+rLntbqjUbenif0DsRICC5M00UASym6sYPnCREAMRKCC9N0EQAx6MYOnidEAMRICC5M00UAxKAbO3ieEAEQIyG4RZqmJ+92hgnEiD56ofmODukMBkGMqKBD8x0OZ55TDIgRHsn+GtB8x0RzVlsgRkT4oflWYOosbsZ7512pN58t+OsoUg7ifEU9YnyCTE2oFpytKQVIWg+g+a6V6BxvM3+u+H+P1NvWg6cNUIh1aL5D0Dpd1lu8b6iwF6f5ts494HgpCbsJnqlD94YtXqQ8LGEpFTS/ni1cvOb7BEK+CvWzIE9RAMSIhzI03w4sG31HqEI9XliGWQIxhuHmrAXNdw3LcXvLkqPziz+nU8rcfoV6/0QbMTxBpkCMILjOFYbmWyC0OTz8lSry9Z4nVD+peq+/TjJ7KgWh0rmxvvTPofl2RhgzxtIHvk//oPnuoIQZw2fgLLsMNN+O+IIYyx706N1ABLCUGggcqi0bARBj2fFF7wYiAGIMBA7Vlo0AiLHs+KJ3AxEAMQYCh2rLRgDEWHZ80buBCIAYA4HrrzZW8x3dIRgcgACIMQC0/ipC823mQtmvfXJKRPUBxmIgAGLEQLG28f50K04N1wmKuEoHF0UEQIx4UeOZHZm1+nVSYZe9bauO1DfTWDf5F3kZsfRSebPrl0z1egwzTrwIhVjyUPmRL6LwSNsTOT208jnWTcrc2PZVy6LPzirO9MVpuwLrmDFCvkUGl+V6HYMzkib732biRzn8G5aYf51MgjrYJVQ8iQCIEXuAuMRoUt+pU3Xz1Nrt6eObyD/JswHrbJTyL1wzIABixANdZFhlE8Fan4/E9hX8D0mEJss821b8zjWLbzw0iFsCMSIG8OZZroTqbPIiD6/MbSc5o+6LJ7ruJMUR3YGpEQiURYwmb3TMfy3whebbXP40j6jYB9Ymm23RhRQaV6YIlCVUShEEtmNOYRY250WgrBljXqzROiEEypoxkn67s/VZusAn9Tyd23QtF0EMuuGB53MhgKXUXMij3awRADGyDg+cmwsBEGMu5NFu1giAGFmHB87NhQCIMRfyaJchkGdiSh4aEKOgAVqLPByp7upPoP1QowHEKIgYvKur1Uq/zNj0nb3UyO4XhsTp7oIYhQ2H64eHzXH701SCvD897lffv3fehC8MGbu7IEZx4edv+poaKa7I3Tzcf7KBMIW4aoXFb9696I+aD1pbBb4wc63KjPNT3Iu2br5j7lTXFadzcQMJYsTFk4I1wYzHOheYSAa2kSopdTXJZITC9W33aihMmNzktvolPjhsQs5AsZLwHSrVvtno4+c3Kao9sFmtzlbGT5iodvV9oaDv3kmAOoiRANTcTd782KmNBt9e7H60eMHmEH2TpwIztiWr3a/6fXlOMG/ZLZ+XtM2b5+5L95f3f9TNWvPVANndFXXvRAYdxIgMKAlzPL+sGFpye/HVIQzRYiueSK+3V95ZJd/+HqvrT6cVKM58x4wvb7tqK1L6yQVY904C0EGMBKDmb1IwY/vzSW4vXMO1ddjJaFUVl6+fnF5O5DtmTGit6bp3YmMOYsRGlIY9mSp1291eiK9kSRvzydXpXnFNe7O4EQO8Li42yfJnE9vmy53jxxT2LPnzlajJJ7KZcQQxZg7AbM2LZXyP7lwsVl7XhgL4zE9/XO1eL76u/j44T8piNvluXdpcV5156vL+V7NiuritHpRAWK+vrtgmnO9vuncSgAg9RgJQYZI+Apgx6McQPUiAAIiRAFSYpI8AiEE/huhBAgRAjASgwiR9BEAM+jFEDxIgAGIkABUm6SMAYtCPIXqQAAEQIwGoMEkfARCDfgxz7EGfJKPra6aybxAjx2GVyCcr0XLzElOitqibBTGoRzDQf5XQT7zchNMP+uADMQIH1mKKi5cIvXVGi+m2b0dADF+kllaOpztTGiUp5m4douNUYPfJvhk8PimY6ci+kbi2HATar4PrPMkyDZQpTmJ31J+8XvOHXZJ/Iq2I+7XBOqlUJw2zWYbJuqVJftMw7mrULCKj1b0TO4qYMZY2E5zpjx6tQh1hbDK0mJubOKHAZuO4I/u2JN1CeuF4/kRJ9g1iFEYM3V2RStPONW5h4VRgO9BSsu9zkm5Ssm8Qo1hinOz4CQV2b71zO3lSsm8Qo1hiCGF1+0QpE40QBbYl6V6C7BvEKIwYjeqa5yC/PogDzFxXnwK7Fy1T0s1k33ZS57oWJdk3NN+FEQPd9UMAM4YfTihVGAIgRmEBR3f9EAAx/HBCqcIQADEKCzi664cAiOGHE0oVhgCIUVjA0V0/BEAMP5xQqjAEQIzCAo7u+iEAYvjhhFJhCPhrvsPsukonUY2DGOMDQ8bCLJpvF0X4PWeCjHygBDHyicUknlDQfCeZAgLRBTECAVtM8Tk13zfPHx+jk5eljQSIkRbffK3Po/mWeFhTgp20m/91tT1WMj+TY701lWo8tlYW9vJFYBbNt5aFa2AMybZLvd2v6J5ONY4ZI9/v9CSezaj57u2Pd9LuCZOFgxhJhh8Fo5Nrvp2gBCXtnlA1DmJQGMPT+5hC893XC/+k3ROqxkGM6QddJi1Oo/ke2ll19ojYqU+fLBzEGBo5ovVm0XzrRi/Mk6w4hK6k3Zf3D+xgH54SvP1UajrVODTfRAc43E6LAGaMtPjCOlEEQAyigYPbaREAMdLiC+tEEQAxiAYObqdFAMRIiy+sE0UAxCAaOLidFgEQIy2+sE4UARCDaODgdloEQIy0+JZnPQf5XQTUQYwIIJIyYQm/kc64L3YgBqlRPdJZ/m2+fhU5IcV1qNaghhtTEGPkWKNU/eXn9rg5GGJrpr3uyxxDqV8pfAUxUqCap02u8u5PLXYiq3cr/7fZu6kU2JMjCmJMDvlcDb7/91o1afXaPrA11uPneoV12By3t0/vqsh+XX/UmVwsNdOhejQqydo9Zt+fbreVWtBxs907c6HUtAtizB2BLNr3y+rdcnVCBfb0IIEY02M+Y4taF9d2wjert1FvQgX29JCBGNNjPlOLPONwT8L7IQrvqppQgT09ZCDG9JjP1WKtGDXkomyaUH95ZvWeR4E9PWQgxvSYz9ciezz7tqvEGX/iWlfy4W1wVm/ZhekU2NNDBs339JijRQIIYMYgECS4OD0CIMb0mKNFAgiAGASCBBenRwDEmB5ztEgAARCDQJDg4vQIgBjTY44WCSAAYhAIElycHgEQY3rM0SIBBEAMAkEqzMUsVOMgRmGjzjh3n70TMkDYSjRvd2iYQYxQxCiXn0nzncUUEBg3ECMQMMrFk2m+CeTtDo0biBGKGN3yKTTfEg0KebsD4wZiBAJGt3h8zbcLi7Z6m2ee1Hm7jRNKGkat902G5axU4yAG3ZEe0fNBmu/e9nPM2x0KFogRihjp8lE1304kcs3bHRo2ECMUMbLlo2u++5DIMm93aNhAjFDE6JaPovke2v2583YH+90cY4p/y0CAb4T11ex7xf5YXqvdYbda1ceh6W2zQuewsccYN2EUMz9urLBDcutK/I5oqvsRs1p7YzXqdqzbirvd4TGF5jv4qwQVSkAAS6kSoow+BiMAYgRDhgolIABilBBl9DEYARAjGDJUKAEBEKOEKKOPwQiAGMGQoUIJCIAYJUQZfQxG4P8BJ2k3RL4AwQAAAABJRU5ErkJggg==)

1. **Main Algorithm**

|  |  |
| --- | --- |
| **Class: Menu** | **Description and main idea of an algorithm** |
| int int\_getChoice(ArrayList<E> options) | Get user choice as an integer:  int response;  N = size of the list options;  For i= 0 .. N  Print out (i+1) + options.get(i);  Print out “ Please choose an option 1..N:“  Receive response;  Return response; |
| E ref\_getChoice(ArrayList<E> options) | Get user choice as an object in the list:  int response;  int N = size of the list options;  do {  response = int\_getChoice(options)  }  While ( response<0 || response>N);  Return options.get(response-1); |

|  |  |
| --- | --- |
| **Class: Brand** | **Description and main idea of an algorithm** |
| **public** String **toString**() | Return a string in the template: < brandID, brandName, soundBrand: price> |

|  |  |
| --- | --- |
| **Class: BrandList** | **Description and main idea of an algorithm** |
| **public** boolean **loadFromFile**(String filename) | File f = new File (filename);  If (f does not exist) exit the program;  Else {  Open file in text format for reading line-by-line;  While ( a line is read from file) {  Split the read line into parts;  Create a brand from input data(parts);  Add the brand to this list;  }  Close the file;  }  Return true; |
| **public** boolean **saveToFile**(String filename); | Open the file based on the filename to write data in line-by-line text format;  For each brand in the list {  Write the brand to file + “\n”;  }  Close the file;  Return true; |
| **public** int **searchID** (String bID); | Search a brand based on brand ID. Return the existence position(int)  N= size of the list;  For I = 0 … N-1  If (this.get(i).brandID == bID) return I;  Return -1; |
| **public** Brand **getUserChoice**(); | Transform the list to a menu, the user will choose a brand from this menu.  Menu mnu = new Menu();  Return (Brand)mnu. ref\_getChoice(this); |
| **public** void **addBrand()** | Add a new Brand to the list.  Receive String ID, constraint. Input ID can not exist in the list  Receive String brandName. The brand name is not blank  Receive String soundBrand. The sound brand is not blank  Receive double price. Price >0  Create a new brand from inputted data;  Add a new brand to the list. |
| **public** void **updateBrand**(); | Update brand\_name, sound\_brand, price of an existed brand.  Receive brandID;  Pos = **searchID** (brandID); if pos<0 print out “Not found!”;  Else{  Receive String brandName. The brand name is not blank  Receive String soundBrand. The sound brand is not blank  Receive double price. Price >0  Update new brandName, new sound brand, new price to the pos(th) brand.  } |
| **public** void **listBrands**(); | N = size of the list;  For I = 0.. N-1  Print out this.get(i); |

|  |  |
| --- | --- |
| **Class: Car** | **Description and main idea of an algorithm** |
| **public** int comparedTo(Car c); | Used in the operation opf listing cars in ascending order of brand names.  int d = this.brand.brandName.compareTo(c.brand.brandName);  if (d!=0) return d;  // they are in the same brand, comparing based on their ID  return this.carID.compareTo(c.carID); |

|  |  |
| --- | --- |
| **Class: CarList** | **Description and main idea of an algorithm** |
| **public CarList**(BrandList bList); | Initialize a list based on the existed brand list;  brandList=bList; |
| **public** String **toString**(); | Associating fields to a string for writing a car to file  Return format < carID, brand.brandID, color, frameID, engineID> |
| **public** String **screenString**(); | Associating fields to a string for outputting a car to screen  Return format < brand, “\n”, car\_ID, color, frameID, engineID> |
| **public** boolean **loadFromFile**(String filename); | File f = new File (filename);  If (f doesn’t exist) return false;  Else {  Open file in text format for reading line-by-line;  While ( a line is read from file) {  Split the read line into parts;  Extract parts to carID, brandID, color, frameID, engineID  int pos= brandList.searchID(brandID);  Brand b = brandList.get(pos);  Create new car with data above;  Add new car to the list;  }  Close the file;  Return true;  } |
| **public** boolean **saveToFile**(String); | Open the file based on the filename to write data in line-by-line in text format;  For each car in the list {  Write the car to file + “\n”;  }  Close the file;  Return true; |
| **public** int **searchID** (String carID); | Search a car based on car ID. Return the existed position(int)  N= size of the list;  For I = 0 … N-1  If (this.get(i).carID == carID) return I;  Return -1; |
| **public** int **searchFrame** (String fID); | Search a car by its frame ID. Use in checking frames are not duplicated.  N= size of the list;  For I = 0 … N-1  If (this.get(i).frameID == fID) return I;  Return -1; |
| **public** int **searchEngine** (String eID); | Search a car by its engine ID. Use in checking engines are not duplicated.  N= size of the list;  For I = 0 … N-1  If (this.get(i).engineID == eID) return I;  Return -1; |
| **public** void **addCar();** | Receive carID, carID must be not duplicated  Create a menu for choosing a brand;  Band b = (Brand)menu. ref\_getChoice(brandList);  Receive color, color can not be blank  Receive frameID. It must be in the “F0000” and not be duplicated  Receive engineID. It must be in the “E0000” format and not be duplicated  Create a new car with inputted data;  Add a new car to the list |
| **public** void **printBasedBrandName** (); | Receive aPartOfBrandName;  N = size of the list;  Int count = 0;  For I = 0.. N-1 {  Car c = this.get(i);  If (aPartOfBrandName is a sub-string of c.brand.brandName) {  Print out c.screenString();  count++;  }  If (count==0) print out “No car is detected!”; |
| **public** boolean **removeCar**(); | Remove a car based on it’s ID  Receive removedID;  Int pos = searchID(removedID);  If (pos<0) {  print out “Not found!”  return false;  }  Else{  Remove (pos);  }  Return true; |
| **public** boolean **updateCar**(); | Update a car based on it’s ID  Receive updatedID;  Int pos = searchID(updatedID);  If (pos<0) {  print out “Not found!”  return false;  }  Else{  Create a menu for choosing a brand;  Band b = (Brand)menu. ref\_getChoice(brandList);  Receive color, color can not be blank  Receive frameID. It must be in the “F0000” and not be duplicated  Receive engineID. It must be in the “E0000” format and not be duplicated  Update brand, color, Frame ID, machine ID for the pos(th) car.  }  Return true; |
| **public** void **listCars**(); | Listing cars in ascending order of brand names.  Sorting cars // Collection.sort(this);  N = size of the list;  For i=0 … N-1 {  Car c = this.get(i);  Print out c.screenString();  } |

|  |  |
| --- | --- |
| **Class: CarManager** | **Description and main idea of an algorithm** |
| Public static void main(String[] args) | Main program  Create ArrayList ops of strings containing options of the program;  Create an empty brandList;  Load brands from the file brands.txt to brandList;  Create an empty carList using brandList;  Load cars from the file cars.txt to carList;  Int choice;  Create a menu;  Do{  Choice = menu.int\_getChoice(ops);  Switch (choice) {  Case 1: brandList.listBrands(); break;  ……  }  }  While (choice>0 && choice <=ops.size()); |

1. **Test cases**

|  |  |  |  |
| --- | --- | --- | --- |
| **Test** | **Option** | **Objective** | **Requirements** |
| 1ok | 1 | List all brands  [0.5 point] | All brands in the file must be shown correctly |
| 2ok | 2 | Add a new brand  [1 point] | * Brand ID can not be duplicated. * Brand name can not be blank. * Sound manufacturer can not be blank. * Price must be a positive real number.   Add:  B7-MS2, BMW 730Li M, Alpine: 4.050 |
| 3ok | 3 | Search a brand based on it’s ID [1 point] | Test 2 cases:   * BrandID = B5-30 🡪 Not found * BrandID = B5-18 🡪 Brand result is shown. |
| 4ok | 4 | Update a brand  [1 point] | * Brand name can not be blank. * Sound manufacturer can not be blank. * Price must be a positive real number.   Update: B7-MS, BMW 730Li M Sport, Harman Kardon: 4.319  To: B7-MS, BMW 730Li MS, Sony: 4.150 |
| 5ok | 5 | Save brands to the file, named brands.txt [1 point] | This operation must be successful.  Open the file to check its content. |
| 6ok | 6 | List all cars in ascending order of brand names [1 point] | All cars in the file must be shown in ascending order of brand names and their ID. |
| 7ok | 7 | List cars based on a part of an input brand name [1 point] | Input: “960”: No result  Input: “730”: All cars of the brand 730 must be shown. |
| 8ok | 8 | Add a car [1 point] | * Car ID can not be duplicated (C05, C08) * Brand ID must have existed and it must be inputted using a menu. Choose B5-18 * Color can not be blank.( black/ yellow) * Frame ID can not be blank and must be in the “F00000” format and can not be duplicated (K0123/ F12345/ F12352). * Engine ID can not be blank and must be in the “E00000” format and can not be duplicated (M0123/ M12345/ E12352)   Add: C08, B5-18, yellow, F12352, E12352 🡪 successful |
| 9 | 9 | Remove a car based on its ID [1 point] | C10 🡪 Not found.  C06 🡪 Remove successfully. |
| 10 | 10 | Update a car based on its ID [1 point] | ID = C10 🡪 Not found.  ID= C03  Update: C03, B7-MS, orange, F12347, E12347  To: C03, B5-18, brown, F99999, E99999   * Brand ID must have existed and it must be inputted using a menu. Choose B5-18 * Color can not be blank. ( black/ brown) * Frame ID can not be blank and must be in the “F00000” format and can not be duplicated (K0123/ F12345/ F99999). * Engine ID can not be blank and must be in the “E00000” format and can not be duplicated (M0123/ M12345/ E99999) |
| 11 | 11 | Save cars to file [0.5 point] | This operation must be successful.  Open the file to check its content. |